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Abstract

Modular, self-reconfigurable robots show the promise of great versatility, robustness and low cost. This paper presents examples and issues in realizing those promises. PolyBot is a modular, self-reconfigurable system that is being used to explore the hardware reality of a robot with a large number of interchangeable modules. PolyBot has demonstrated the versatility promise, by implementing locomotion over a variety of terrain and manipulation versatility with a variety of objects. PolyBot is the first robot to demonstrate sequentially two topologically distinct locomotion modes by self-reconfiguration. PolyBot has raised issues regarding software scalability and hardware dependency and as the design evolves the issues of low cost and robustness will be resolved while exploring the potential of modular, self-reconfigurable robots.

1. Introduction

Modular robotic systems are those systems that are composed of modules that can be disconnected and reconnected in different arrangements to form a new system enabling new functionalities. There have been a variety of modular reconfigurable systems as there are many aspects of robot systems that can be modular and reconfigurable. These include: manual reconfiguration [10] and automatic reconfiguration [5], homogenous and heterogeneous modules [4].

The systems addressed here are automatically reconfiguring, hardware systems that tend to be more homogenous than heterogeneous. This last phrase means that the system may have different types of modules but the ratio of the number of module types to the total number of modules is low. Systems with all of these characteristics are called n-modular where n refers to the number of module types and n is small typically one or two, (e.g. a system with two types of modules is called 2-modular). The general philosophy is to simplify the design and construction of components while enhancing functionality and versatility through larger numbers of modules. Thus, the low heterogeneity of the system is a design leverage point getting more functionality for a given amount of design. The analog in architecture is the building of a cathedral from many simple bricks. In nature, the analog is complex organisms like mammals, which have billions of cells, but only hundreds of cell types.

Modular self-reconfigurable robot systems can also reconfigure (re-arrange) their own modules. There are a growing number of modular reconfigurable robotic systems that fit the n-modular profile [5][7][8][9][11][12][14][20]. These systems claim to have many desirable properties including versatility (from many configurations), robustness (through redundancy and self-repair) and low cost (from batch fabrication). However, the practical application outside of research has yet to be seen. While the number of modules has been large in simulation, the physical implementation of these systems has rarely had more than 10 modules. Section 2 explores these desirable properties and examines some of the issues that need to be addressed before n-modular systems with large numbers of modules can be made practical. Section 3 presents the PolyBot system design, which has been designed to explore the versatility issue. An overview of the functionality is presented along with some programming strategies.

2. Three Promises of N-modular Systems

Modular reconfigurable robotic systems that are composed of many modules have three promises. They promise to be versatile, robust, and low cost [4][7][9][13]. However, there are important issues that are often neglected that need to be addressed before these promises are realized.

2.1 Versatility

Modular reconfigurable robots with many modules have the ability to form a large variety of shapes with large numbers of degrees of freedom (DOF). The robot may change its shape to suit different tasks. A classical example scenario was introduced in [15] and on the
Internet in 1994 [17]. It shows, in a purely kinematic simulation, a robot using three different modes of locomotion depending on the terrain type: rolling type for efficiency and speed over flat terrain, earthworm type to slither through obstacles, and over large steps and finally a spider form to stride over uncertain hilly terrain. Three images from this visualization are shown in Figure 1.
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Figure 1: Polypod simulation showing reconfiguration, a) using efficient rolling track gait, b) using obstacle crossing earthworm gait, c) using stable spider gait.

One measure of the versatility of a modular system may be the number of isomorphic configurations that are capable by a given system [2]. For many systems, this number grows exponentially with the number of modules. Another measure may be the number of DOF in the system. This also grows with the number of modules though linearly in this case.

However, it is not clear that large numbers of modules will lead to increased versatility. Even if many configurations and motions are possible, systems must have methods for planning and controlling the motion to take advantage of these configurations. Computational time complexities in planning and control often grow exponentially with the number of modules. In most cases, the computational resources also grow, though linearly, with the number of modules as each module often carries some computational resource itself. For the promise of versatility to come to fruition, methods of exploiting the distributed computational resource and strategies for dealing with the exponential size of many of the spaces will need to be developed.

2.1.1 Applications

Even though the versatility gives the capability to do a large set of specific tasks it is not necessarily reasonable to use the technology for that task. It is usually the case that tools made specifically for a task are cheaper and more efficient at that specific task than the versatile tools capable of doing many different tasks. For example, a set of pliers can be used for tightening a bolt as well as many other things. A box wrench specifically designed for that bolt will work more reliably (with less chance of stripping the head) and be cheaper.

A key set of applications in which the n-modular systems excel are those in which versatility is critical. Typically, these are situations in which some information about the environment is not known a priori. Thus, a system cannot be designed specifically for a task, since the task that is needed is not known. Examples of such applications include planetary exploration, undersea mining, search and rescue and other tasks in unstructured unknown environments.

2.2 Reliability

Another result of being modular and reconfigurable is the ability of the system to repair itself [7]. When a system has many identical modules and one fails, any module can replace it. As the number of modules increases, the redundancy also increases.

Having redundancy does not necessarily increase the robustness of the system. More modules mean that there are more modules that can fail. If a system has millions of modules, it is very likely that many of them will not be working properly. Given a module type that has a probability \( p \) that it will fail after a given amount of time \( t \), the probability of at least one module failing in a system after time \( t \) with \( n \) modules is \([1-(1-p)^n]\) which approaches probability 1.0 for large \( n \).
To take advantage of systems with large numbers of modules, it is critical that these systems have the appropriate control strategies to compensate for failing modules. The least reliable control strategy would be dependent on every module performing correctly for the success of a task (e.g., a chain is only as reliable as its weakest link). To employ compensation requires the understanding of the failure modes of the modules and the construction of algorithms, configurations, and designs tolerant to failure of some percentage of the modules.

There are two basic strategies to increase robustness to failing modules. The first is to use the redundancy of a system and global feedback to compensate for local errors of individual modules. The classical feedback control view would be that the failed module inserts some disturbance into the system and the global control of the system compensates for the introduced error. The second strategy is sometimes called self-repair [4][7]. In some instances, it may be appropriate to eject a failed module (detach it) from the system and replace it with a working module from a non-critical position. If a module is failing in such a way that the ability to detach is also lost, the working modules that are attached directly to the failed module may “sacrifice themselves” by detaching themselves carrying the failed module away.

2.3 Low Expense

As the numbers of repeated modules increases, the economies of scale come into play and the per-module cost goes down. Again, increasing the numbers of modules enhances this effect. On the other hand, the total number of modules still increases and so does the cost. The question of exactly which factor effects the total cost of the system the most is difficult to predict without implementing a full system to determine the components needed and their relative costs.

One of the general tenets of the modular reconfigurable approach is that versatility comes from the programming of the devices. Hence, rather than developing unique hardware and then programming it for a given robotic task, the problem is instead reduced to (re)programming the existing versatile hardware. The broad utility of this method will require the development of programming tools to facilitate and simplify programming.

As the flexible automation industry discovered in the 1980’s, the cost of programming (and reprogramming) systems is often more than the cost of the hardware, thus reducing the value of the flexible nature of the hardware. The extreme versatility of n-modular systems requires a new paradigm in programming.

3. PolyBot

PolyBot is a modular reconfigurable robot system composed of two types of modules, one called a segment and one called a node. The segment module has 1 DOF and 2 connection ports. The node module is rigid with no internal DOF and 6 connection ports. So far, the systems have concentrated on addressing the versatility issue. Future generations will address the promises of robustness and low cost.

3.1 PolyBot Design

The design philosophy behind PolyBot is that each module is very simple and that by itself cannot do very much. In combination with many others a more complex system can be built to achieve more complex tasks. Another design goal for PolyBot is that each module should fit within a cube 5cm on a side.

Two PolyBot systems have been built and experimented with. The first is called generation 1 (G1) which is a simple quickly made prototype with hobby RC servos. The structure was built using laser-cut plastic parts. Up to 32 modules were bolted together and controlled via gait control tables with off board computing. Due to limited space this system will not be described any further in favor of the second system, generation 2 (G2). In addition, the G2 system is essentially a superset of the G1 system.

G2 is pictured in Figure 2. The segment module can be divided into three subsystems: 1) structure and actuation, 2) sensing, computation and communication, and 3) connection plate and is shown in Figure 3.

3.1.1 Structure and Actuation

The structure is made of laser-cut stainless steel sheet and is basically cube shaped weighing 416 gms. Two opposing faces of the cube have connection plates. The module’s one DOF allows these two faces to be rotated so they are no longer parallel. They can be rotated up to +90 or -90 degrees. A brushless DC motor with gear reduction sits in the middle of the segment on the axis of rotation and can generate 4.5 Nm of peak torque. The motor protrudes outside the 5cm cube desired size limit. The gear reduction consumes the most space. In the next generation, G3, a form of harmonic drive may reduce the
gearbox size allowing the motor to sit within the size constraints.

3.1.2 Sensing, Computation and Communication

Each module contains a Motorola PowerPC 555 embedded processor with 1 megabyte of external RAM. This is a relatively powerful processor to have on every module and its full processing power has not yet been utilized. The final goal of full autonomy may require the use of these processors and memory.

Currently, the sensing is limited to hall-effect sensors built into the brushless DC motors serving both for commutation as well as joint position with a resolution of 0.45 degrees. It is planned to include proximity, tactile, force/torque sensing and possibly a low-resolution CMOS chip-camera on each module.

PolyBot allows two connection plates to mate in 90 degree increments allowing two modules to act together in-plane or out-of-plane. This multi-way attachment requires the electrical connectors to be both hermaphroditic as well as 4 times redundant.

These connectors were custom made as no commercial hermaphroditic connectors could be found with large enough current capacity and high enough density (1mm pitch). The connection plate consists of 4 grooved pins along with 4 chamfered holes as shown in Figure 3. An SMA actuator rotates a latching plate that catches the 4 grooves in the pins from a mating connection plate.

Each connection plate has 2 photo-diodes and 4 LED’s that are sequenced to allow the determination of the relative 6 DOF position and orientation of a mating plate. This will aid in the closed loop docking of two modules and their connection plates.

Figure 2: Nine G2 modules attached together in a snake configuration. A micro video camera with transmitter and 9V battery is attached at the front.

Each module communicates over a semi-global bus using the (controller area network) CANbus standard. Two CANbuses on each module allows the chaining of multiple module groups to communicate without running into bus address space limitations.

3.1.3 Connection Plate

Each segment has two connection plates. The connection plate serves two purposes. One is to attach two modules physically together. The other is to attach two modules electrically together as both power and communications are passed from module to module.

Figure 3: One G1 module showing the connection plate with 4 pins, 4 mating chamfered holes and 4 hermaphroditic electrical connector sets.

3.1.4 Node

The node is a rigid cube made of 6 connection plates (one for each face). It serves two purposes; one is to allow for non-serial chains/parallel structures, the other is to house higher power computation and power supplies. Portable power is very difficult to incorporate into modular systems, so PolyBot currently runs tethered to a power supply.

3.2 Locomotion and Manipulation Versatility

The PolyBot systems have demonstrated that n-modular systems can be very versatile by showing multiple modes of locomotion with a variety of characteristics. In
addition, they have demonstrated some manipulation as well.

Figure 4: A snake-like sinusoid gait. The travelling wave causes forward locomotion.

Figure 5: A loop of 23 G2 modules using a rolling track locomotion.

Some of the gaits that have been implemented resemble: earthworm locomotion, turning and straight sinusoid snake-like locomotion as in Figure 4, a rolling track as in Figure 5, three-legged caterpillar-like locomotion, a 3 x 4 array of cilia-like locomotion/manipulation, a 6 legged locomotion (using a tripod gait), a 3-segment slinky-like tumbling locomotion, a 4 legged spider-like locomotion as in Figure 6.

Videos of most of these gaits are available for viewing on the Internet [16] and the video proceedings [17]. The earthworm, caterpillar, and 3-segment slinky were presented in previous publications [14].

In addition to the physically implemented gaits, several further gaits have been simulated: a 4 armed cartwheel-locomotion, exotic gait: carrying an object while rolling, a rolling loop with many feet on the outside rolling/walking, slinky locomotion moving on an x-y grid.

Videos of these kinematic simulations may also be viewed on the Internet [16].

Figure 6: A four-legged spider-like configuration with G1 modules. Two legs move at once like a man on crutches.

Figure 7: Four arms with three G1 modules each. A small ball is balanced on the end of one arm and passed to the top of an adjacent arm.

Since locomotion is essentially a dual of manipulation, many of the legged gaits were demonstrated to show manipulation of objects. In addition, open loop multi-arm manipulation was demonstrated as illustrated in Figure 7.

The sinusoid snake-like locomotion was demonstrated to work over a variety of obstacles including crawling in 4" diameter aluminum ducting pipes, up ramps (up to 30 degrees), over chicken wire, climbing 1.75" steps, over loose debris and wooden pallets.
In crossing obstacles with a single chain of modules like the sinusoid locomotion, two properties were determined to be essential. One is actuator torque. In order to cross large obstacles, like climbing stairs, the actuators need to supply large torques. For stairs, torque enough to lift about 0.3 meters worth of modules would be useful. At the same time, compliance within the modules is also useful for the system to conform to the terrain and gain maximal foot contact. For highly geared systems these two properties often conflict. The G1 modules did not have enough torque to climb stairs. The G2 modules have roughly 10 times the torque of the G1 modules, but have little compliance.

3.2.1 PolyBot Self-Reconfiguration Demonstration

PolyBot is the first system (in October 1998) to demonstrate two topologically distinct locomotion modes sequentially by self-reconfiguration. The two that were implemented are the first two steps in the reconfiguration simulation in Figure 1. That is reconfiguration from using a loop gait (Figure 5) into a serial chain subsequently using a snake-like gait (Figure 4). The reconfiguration did not require docking, the system had to simply disconnect one connection port. The significance is not diminished as an existence proof that multiple tasks can be accomplished through closed-chain reconfiguration.

3.3 Programming strategies

Programming the motion of n-modular systems with large numbers of modules can be difficult. Planning the self-collision-free motions can be difficult as the size of this space is exponential in the number of modules, n (proportional to the number of DOF) [6]. The inverse kinematics of serial chains with large n is also non-trivial as is the forward kinematics for parallel chains [3]. Adding the additional implementation constraints of torque limits, joint limits and stability under gravity, the problem becomes impractical to solve optimally for the general case and even non-optimally in real-time.

It has been shown that precomputed gait control tables were an effective way to control large numbers of modules [15]. In fact, gait control tables controlled all of the implementations listed in Section 3.2. The details of the gait control table have been published previously [14].

In one demonstration, PolyBot G2 was tested over an obstacle course while under semi-teleoperated control, one module contains a set of gait control tables which were downloaded dynamically to the modules to perform such actions as turning, reversing direction, altering the speed and amplitude of the sinusoid gait and changing from loop gait to snake gait.

This method can be extended for general reconfiguration. Decomposing a structure into well known "substructures" which have precomputed motions for reconfiguration is one approach [1].

For many applications, a fixed set of configurations is sufficient. In this case, reconfigurations can be pre-planned off-line between every member of the set and stored in a table. In fact, configurations in the fixed set may be chosen specifically for ease of reconfiguration. In the reconfiguration example of Figure 1, the reconfiguration was hand-coded, though it only required 7 attach and detach actions total. However, to fully exploit the versatility of the system, both for self-repair and task adaptation, generic reconfigurability will be required.

The cellular nature of PolyBot and perhaps all n-modular systems lend themselves to hierarchies. Since the systems are already made up of many components that are in some sense divisible, it is easy to group the modules into larger virtual modules. These virtual modules can then also be grouped and a hierarchy formed.

4. Conclusions and Future Work

Several issues need to be resolved before the three promises of modular reconfigurable systems; (versatility, robustness and low cost) can be realized. As the number of modules scales up, it is not clear that these properties apply. PolyBot is being constructed to explore these issues. The first two generations G1 and G2 address the versatility promise. Currently the maximum number of modules utilized in one connected PolyBot system is 32. PolyBot G1 and G2 generations have shown versatility in a variety of locomotion and manipulation tasks. G2 demonstrated reconfiguration including docking with the aid of teleoperation. Autonomous docking should be achieved by the time of this publication.

The next generation, G3, will need to address the robustness and self-repair issues, as there will be 200 modules (an order of magnitude more than any other implementation). In 2000 the project will demonstrate these 200 modules under teleoperated control. The goal for PolyBot in 2001 is to show 200 modules using robust autonomous locomotion, manipulation, and reconfiguration. The simulation [18] illustrated in Figure 1, is one possible demonstration leading to locomotion in a rubble pile, that is one component of the urban search and rescue task [19].
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